# Fundamentals

## Forms for User Input: Reactive forms

Reactive forms provide a model-driven approach to handling form inputs whose values change over time. This guide shows you how to create and update a basic form control, progress to using multiple controls in a group, validate form values, and create dynamic forms where you can add or remove controls at run time.

Try this [Reactive Forms live-example](https://angular.io/generated/live-examples/reactive-forms/stackblitz.html) / [download example](https://angular.io/generated/zips/reactive-forms/reactive-forms.zip).

**Prerequisites**

Before going further into reactive forms, you should have a basic understanding of the following:

* TypeScript programming.
* Angular app-design fundamentals, as described in [Angular Concepts](https://angular.io/guide/architecture).
* The form-design concepts that are presented in [Introduction to Forms](https://angular.io/guide/forms-overview).

## Overview of reactive forms

Reactive forms use an explicit and immutable approach to managing the state of a form at a given point in time. Each change to the form state returns a new state, which maintains the integrity of the model between changes. Reactive forms are built around [observable](https://angular.io/guide/glossary#observable) streams, where form inputs and values are provided as streams of input values, which can be accessed synchronously.

Reactive forms also provide a straightforward path to testing because you are assured that your data is consistent and predictable when requested. Any consumers of the streams have access to manipulate that data safely.

Reactive forms differ from [template-driven forms](https://angular.io/guide/forms) in distinct ways. Reactive forms provide more predictability with synchronous access to the data model, immutability with observable operators, and change tracking through observable streams.

Template-driven forms allow direct access to modify data in your template, but are less explicit than reactive forms because they rely on directives embedded in the template, along with mutable data to track changes asynchronously. See the [Forms Overview](https://angular.io/guide/forms-overview) for detailed comparisons between the two paradigms.

## Adding a basic form control

There are three steps to using form controls.

1. Register the reactive forms module in your app. This module declares the reactive-form directives that you need to use reactive forms.
2. Generate a new [FormControl](https://angular.io/api/forms/FormControl) instance and save it in the component.
3. Register the [FormControl](https://angular.io/api/forms/FormControl) in the template.

You can then display the form by adding the component to the template.

The following examples show how to add a single form control. In the example, the user enters their name into an input field, captures that input value, and displays the current value of the form control element.

**Register the reactive forms module**

To use reactive form controls, import [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) from the @angular/forms package and add it to your NgModule's imports array.

src/app/app.module.ts (excerpt)

content\_copyimport { [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) } from '@angular/forms';

@[NgModule](https://angular.io/api/core/NgModule)({

imports: [

// other imports ...

[ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule)

],

})

export class AppModule { }

**Generate a new**[FormControl](https://angular.io/api/forms/FormControl)

Use the [CLI command](https://angular.io/cli) ng generate to generate a component in your project to host the control.

content\_copyng generate component NameEditor

To register a single form control, import the [FormControl](https://angular.io/api/forms/FormControl) class and create a new instance of [FormControl](https://angular.io/api/forms/FormControl) to save as a class property.

src/app/name-editor/name-editor.component.ts

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormControl](https://angular.io/api/forms/FormControl) } from '@angular/forms';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-name-editor',

templateUrl: './name-editor.component.html',

styleUrls: ['./name-editor.component.css']

})

export class NameEditorComponent {

name = new [FormControl](https://angular.io/api/forms/FormControl)('');

}

Use the constructor of [FormControl](https://angular.io/api/forms/FormControl) to set its initial value, which in this case is an empty string. By creating these controls in your component class, you get immediate access to listen for, update, and validate the state of the form input.

**Register the control in the template**

After you create the control in the component class, you must associate it with a form control element in the template. Update the template with the form control using the formControl binding provided by [FormControlDirective](https://angular.io/api/forms/FormControlDirective), which is also included in the [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule).

src/app/name-editor/name-editor.component.html

content\_copy<label>

Name:

<input type="text" [formControl]="name">

</label>

* For a summary of the classes and directives provided by [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule), see the [Reactive forms API](https://angular.io/guide/reactive-forms#reactive-forms-api) section below.
* For complete syntax details of these classes and directives, see the API reference documentation for the [Forms package](https://angular.io/api/forms).

Using the template binding syntax, the form control is now registered to the name input element in the template. The form control and DOM element communicate with each other: the view reflects changes in the model, and the model reflects changes in the view.

**Display the component**

The form control assigned to name is displayed when the component is added to a template.

src/app/app.component.html (name editor)

content\_copy<app-name-editor></app-name-editor>

![Name Editor](data:image/png;base64,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)

### Displaying a form control value

You can display the value in the following ways.

* Through the valueChanges observable where you can listen for changes in the form's value in the template using [AsyncPipe](https://angular.io/api/common/AsyncPipe) or in the component class using the subscribe() method.
* With the value property, which gives you a snapshot of the current value.

The following example shows you how to display the current value using interpolation in the template.

src/app/name-editor/name-editor.component.html (control value)

content\_copy<p>

Value: {{ name.value }}

</p>

The displayed value changes as you update the form control element.

Reactive forms provide access to information about a given control through properties and methods provided with each instance. These properties and methods of the underlying [AbstractControl](https://angular.io/api/forms/AbstractControl) class are used to control form state and determine when to display messages when handling [input validation](https://angular.io/guide/reactive-forms#basic-form-validation).

Read about other [FormControl](https://angular.io/api/forms/FormControl) properties and methods in the [API Reference](https://angular.io/api/forms/FormControl).

### Replacing a form control value

Reactive forms have methods to change a control's value programmatically, which gives you the flexibility to update the value without user interaction. A form control instance provides a setValue() method that updates the value of the form control and validates the structure of the value provided against the control's structure. For example, when retrieving form data from a backend API or service, use the setValue() method to update the control to its new value, replacing the old value entirely.

The following example adds a method to the component class to update the value of the control to Nancy using the setValue() method.

src/app/name-editor/name-editor.component.ts (update value)

content\_copyupdateName() {

this.name.setValue('Nancy');

}

Update the template with a button to simulate a name update. When you click the **Update Name** button, the value entered in the form control element is reflected as its current value.

src/app/name-editor/name-editor.component.html (update value)

content\_copy<p>

<button (click)="updateName()">Update Name</button>

</p>

The form model is the source of truth for the control, so when you click the button, the value of the input is changed within the component class, overriding its current value.

![Name Editor Update](data:image/png;base64,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)

**Note:** In this example, you're using a single control. When using the setValue() method with a [form group](https://angular.io/guide/reactive-forms#grouping-form-controls) or [form array](https://angular.io/guide/reactive-forms#creating-dynamic-forms) instance, the value needs to match the structure of the group or array.

## Grouping form controls

Forms typically contain several related controls. Reactive forms provide two ways of grouping multiple related controls into a single input form.

* A form group defines a form with a fixed set of controls that you can manage together. Form group basics are discussed in this section. You can also [nest form groups](https://angular.io/guide/reactive-forms#nested-groups) to create more complex forms.
* A form array defines a dynamic form, where you can add and remove controls at run time. You can also nest form arrays to create more complex forms. For more about this option, see [Creating dynamic forms](https://angular.io/guide/reactive-forms#dynamic-forms) below.

Just as a form control instance gives you control over a single input field, a form group instance tracks the form state of a group of form control instances (for example, a form). Each control in a form group instance is tracked by name when creating the form group. The following example shows how to manage multiple form control instances in a single group.

Generate a ProfileEditor component and import the [FormGroup](https://angular.io/api/forms/FormGroup) and [FormControl](https://angular.io/api/forms/FormControl) classes from the @angular/forms package.

content\_copyng generate component ProfileEditor

src/app/profile-editor/profile-editor.component.ts (imports)

content\_copyimport { [FormGroup](https://angular.io/api/forms/FormGroup), [FormControl](https://angular.io/api/forms/FormControl) } from '@angular/forms';

To add a form group to this component, take the following steps.

1. Create a [FormGroup](https://angular.io/api/forms/FormGroup) instance.
2. Associate the [FormGroup](https://angular.io/api/forms/FormGroup) model and view.
3. Save the form data.

**Create a FormGroup instance**

Create a property in the component class named profileForm and set the property to a new form group instance. To initialize the form group, provide the constructor with an object of named keys mapped to their control.

For the profile form, add two form control instances with the names firstName and lastName.

src/app/profile-editor/profile-editor.component.ts (form group)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormGroup](https://angular.io/api/forms/FormGroup), [FormControl](https://angular.io/api/forms/FormControl) } from '@angular/forms';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-profile-editor',

templateUrl: './profile-editor.component.html',

styleUrls: ['./profile-editor.component.css']

})

export class ProfileEditorComponent {

profileForm = new [FormGroup](https://angular.io/api/forms/FormGroup)({

firstName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

lastName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

});

}

The individual form controls are now collected within a group. A [FormGroup](https://angular.io/api/forms/FormGroup) instance provides its model value as an object reduced from the values of each control in the group. A form group instance has the same properties (such as value and untouched) and methods (such as setValue()) as a form control instance.

**Associate the FormGroup model and view**

A form group tracks the status and changes for each of its controls, so if one of the controls changes, the parent control also emits a new status or value change. The model for the group is maintained from its members. After you define the model, you must update the template to reflect the model in the view.

src/app/profile-editor/profile-editor.component.html (template form group)

content\_copy<form [formGroup]="profileForm">

<label>

First Name:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="firstName">

</label>

<label>

Last Name:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="lastName">

</label>

</form>

Note that just as a form group contains a group of controls, the profile form [FormGroup](https://angular.io/api/forms/FormGroup) is bound to the form element with the [FormGroup](https://angular.io/api/forms/FormGroup) directive, creating a communication layer between the model and the form containing the inputs. The [formControlName](https://angular.io/api/forms/FormControlName) input provided by the [FormControlName](https://angular.io/api/forms/FormControlName) directive binds each individual input to the form control defined in [FormGroup](https://angular.io/api/forms/FormGroup). The form controls communicate with their respective elements. They also communicate changes to the form group instance, which provides the source of truth for the model value.

**Save form data**

The ProfileEditor component accepts input from the user, but in a real scenario you want to capture the form value and make available for further processing outside the component. The [FormGroup](https://angular.io/api/forms/FormGroup) directive listens for the submit event emitted by the form element and emits an ngSubmit event that you can bind to a callback function.

Add an ngSubmit event listener to the form tag with the onSubmit() callback method.

src/app/profile-editor/profile-editor.component.html (submit event)

content\_copy<form [formGroup]="profileForm" (ngSubmit)="onSubmit()">

The onSubmit() method in the ProfileEditor component captures the current value of profileForm. Use [EventEmitter](https://angular.io/api/core/EventEmitter) to keep the form encapsulated and to provide the form value outside the component. The following example uses console.warn to log a message to the browser console.

src/app/profile-editor/profile-editor.component.ts (submit method)

content\_copyonSubmit() {

// TODO: Use [EventEmitter](https://angular.io/api/core/EventEmitter) with form value

console.warn(this.profileForm.value);

}

The submit event is emitted by the form tag using the native DOM event. You trigger the event by clicking a button with submit type. This allows the user to press the **Enter** key to submit the completed form.

Use a button element to add a button to the bottom of the form to trigger the form submission.

src/app/profile-editor/profile-editor.component.html (submit button)

content\_copy<button type="submit" [disabled]="!profileForm.valid">Submit</button>

**Note:** The button in the snippet above also has a disabled binding attached to it to disable the button when profileForm is invalid. You aren't performing any validation yet, so the button is always enabled. Basic form validation is covered in the [Validating form input](https://angular.io/guide/reactive-forms#basic-form-validation) section.

**Display the component**

To display the ProfileEditor component that contains the form, add it to a component template.

src/app/app.component.html (profile editor)

content\_copy<app-profile-editor></app-profile-editor>

ProfileEditor allows you to manage the form control instances for the firstName and lastName controls within the form group instance.
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### Creating nested form groups

Form groups can accept both individual form control instances and other form group instances as children. This makes composing complex form models easier to maintain and logically group together.

When building complex forms, managing the different areas of information is easier in smaller sections. Using a nested form group instance allows you to break large forms groups into smaller, more manageable ones.

To make more complex forms, use the following steps.

1. Create a nested group.
2. Group the nested form in the template.

Some types of information naturally fall into the same group. A name and address are typical examples of such nested groups, and are used in the following examples.

**Create a nested group**

To create a nested group in profileForm, add a nested address element to the form group instance.

src/app/profile-editor/profile-editor.component.ts (nested form group)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormGroup](https://angular.io/api/forms/FormGroup), [FormControl](https://angular.io/api/forms/FormControl) } from '@angular/forms';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-profile-editor',

templateUrl: './profile-editor.component.html',

styleUrls: ['./profile-editor.component.css']

})

export class ProfileEditorComponent {

profileForm = new [FormGroup](https://angular.io/api/forms/FormGroup)({

firstName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

lastName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

address: new [FormGroup](https://angular.io/api/forms/FormGroup)({

street: new [FormControl](https://angular.io/api/forms/FormControl)(''),

city: new [FormControl](https://angular.io/api/forms/FormControl)(''),

[state](https://angular.io/api/animations/state): new [FormControl](https://angular.io/api/forms/FormControl)(''),

zip: new [FormControl](https://angular.io/api/forms/FormControl)('')

})

});

}

In this example, address group combines the current firstName and lastName controls with the new street, city, [state](https://angular.io/api/animations/state), and zip controls. Even though the address element in the form group is a child of the overall profileForm element in the form group, the same rules apply with value and status changes. Changes in status and value from the nested form group propagate to the parent form group, maintaining consistency with the overall model.

**Group the nested form in the template**

After you update the model in the component class, update the template to connect the form group instance and its input elements.

Add the address form group containing the street, city, [state](https://angular.io/api/animations/state), and zip fields to the ProfileEditor template.

src/app/profile-editor/profile-editor.component.html (template nested form group)

content\_copy<div [formGroupName](https://angular.io/api/forms/FormGroupName)="address">

<h3>Address</h3>

<label>

Street:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="street">

</label>

<label>

City:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="city">

</label>

<label>

State:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="[state](https://angular.io/api/animations/state)">

</label>

<label>

Zip Code:

<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="zip">

</label>

</div>

The ProfileEditor form is displayed as one group, but the model is broken down further to represent the logical grouping areas.
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**Tip** Display the value for the form group instance in the component template using the value property and [JsonPipe](https://angular.io/api/common/JsonPipe).

### Updating parts of the data model

When updating the value for a form group instance that contains multiple controls, you may only want to update parts of the model. This section covers how to update specific parts of a form control data model.

There are two ways to update the model value:

* Use the setValue() method to set a new value for an individual control. The setValue() method strictly adheres to the structure of the form group and replaces the entire value for the control.
* Use the patchValue() method to replace any properties defined in the object that have changed in the form model.

The strict checks of the setValue() method help catch nesting errors in complex forms, while patchValue() fails silently on those errors.

In ProfileEditorComponent, use the updateProfile method with the example below to update the first name and street address for the user.

src/app/profile-editor/profile-editor.component.ts (patch value)

content\_copyupdateProfile() {

this.profileForm.patchValue({

firstName: 'Nancy',

address: {

street: '123 Drew Street'

}

});

}

Simulate an update by adding a button to the template to update the user profile on demand.

src/app/profile-editor/profile-editor.component.html (update value)

content\_copy<p>

<button (click)="updateProfile()">Update Profile</button>

</p>

When a user clicks the button, the profileForm model is updated with new values for firstName and street. Notice that street is provided in an object inside the address property. This is necessary because the patchValue() method applies the update against the model structure. PatchValue() only updates properties that the form model defines.

## Using the FormBuilder service to generate controls

Creating form control instances manually can become repetitive when dealing with multiple forms. The [FormBuilder](https://angular.io/api/forms/FormBuilder) service provides convenient methods for generating controls.

Use the following steps to take advantage of this service.

1. Import the [FormBuilder](https://angular.io/api/forms/FormBuilder) class.
2. Inject the [FormBuilder](https://angular.io/api/forms/FormBuilder) service.
3. Generate the form contents.

The following examples show how to refactor the ProfileEditor component to use the form builder service to create form control and form group instances.

**Import the FormBuilder class**

Import the [FormBuilder](https://angular.io/api/forms/FormBuilder) class from the @angular/forms package.

src/app/profile-editor/profile-editor.component.ts (import)

content\_copyimport { [FormBuilder](https://angular.io/api/forms/FormBuilder) } from '@angular/forms';

**Inject the FormBuilder service**

The [FormBuilder](https://angular.io/api/forms/FormBuilder) service is an injectable provider that is provided with the reactive forms module. Inject this dependency by adding it to the component constructor.

src/app/profile-editor/profile-editor.component.ts (constructor)

content\_copyconstructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) { }

**Generate form controls**

The [FormBuilder](https://angular.io/api/forms/FormBuilder) service has three methods: control(), group(), and array(). These are factory methods for generating instances in your component classes including form controls, form groups, and form arrays.

Use the [group](https://angular.io/api/animations/group) method to create the profileForm controls.

src/app/profile-editor/profile-editor.component.ts (form builder)

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { [FormBuilder](https://angular.io/api/forms/FormBuilder) } from '@angular/forms';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-profile-editor',

templateUrl: './profile-editor.component.html',

styleUrls: ['./profile-editor.component.css']

})

export class ProfileEditorComponent {

profileForm = this.fb.group({

firstName: [''],

lastName: [''],

address: this.fb.group({

street: [''],

city: [''],

[state](https://angular.io/api/animations/state): [''],

zip: ['']

}),

});

constructor(private fb: [FormBuilder](https://angular.io/api/forms/FormBuilder)) { }

}

In the example above, you use the group() method with the same object to define the properties in the model. The value for each control name is an array containing the initial value as the first item in the array.

**Tip** You can define the control with just the initial value, but if your controls need sync or async validation, add sync and async validators as the second and third items in the array.

Compare using the form builder to creating the instances manually.

src/app/profile-editor/profile-editor.component.ts (instances)

src/app/profile-editor/profile-editor.component.ts (form builder)

content\_copyprofileForm = new [FormGroup](https://angular.io/api/forms/FormGroup)({

firstName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

lastName: new [FormControl](https://angular.io/api/forms/FormControl)(''),

address: new [FormGroup](https://angular.io/api/forms/FormGroup)({

street: new [FormControl](https://angular.io/api/forms/FormControl)(''),

city: new [FormControl](https://angular.io/api/forms/FormControl)(''),

[state](https://angular.io/api/animations/state): new [FormControl](https://angular.io/api/forms/FormControl)(''),

zip: new [FormControl](https://angular.io/api/forms/FormControl)('')

})

});

## Validating form input

Form validation is used to ensure that user input is complete and correct. This section covers adding a single validator to a form control and displaying the overall form status. Form validation is covered more extensively in the [Form Validation](https://angular.io/guide/form-validation) guide.

Use the following steps to add form validation.

1. Import a validator function in your form component.
2. Add the validator to the field in the form.
3. Add logic to handle the validation status.

The most common validation is making a field required. The following example shows how to add a required validation to the firstName control and display the result of validation.

**Import a validator function**

Reactive forms include a set of validator functions for common use cases. These functions receive a control to validate against and return an error object or a null value based on the validation check.

Import the [Validators](https://angular.io/api/forms/Validators) class from the @angular/forms package.

src/app/profile-editor/profile-editor.component.ts (import)

content\_copyimport { [Validators](https://angular.io/api/forms/Validators) } from '@angular/forms';

**Make a field required**

In the ProfileEditor component, add the Validators.required static method as the second item in the array for the firstName control.

src/app/profile-editor/profile-editor.component.ts (required validator)

content\_copyprofileForm = this.fb.group({

firstName: ['', Validators.required],

lastName: [''],

address: this.fb.group({

street: [''],

city: [''],

[state](https://angular.io/api/animations/state): [''],

zip: ['']

}),

});

HTML5 has a set of built-in attributes that you can use for native validation, including required, [minlength](https://angular.io/api/forms/MinLengthValidator), and [maxlength](https://angular.io/api/forms/MaxLengthValidator). You can take advantage of these optional attributes on your form input elements. Add the required attribute to the firstName input element.

src/app/profile-editor/profile-editor.component.html (required attribute)

content\_copy<input type="text" [formControlName](https://angular.io/api/forms/FormControlName)="firstName" required>

**Caution:** Use these HTML5 validation attributes in combination with the built-in validators provided by Angular's reactive forms. Using these in combination prevents errors when the expression is changed after the template has been checked.

**Display form status**

When you add a required field to the form control, its initial status is invalid. This invalid status propagates to the parent form group element, making its status invalid. Access the current status of the form group instance through its status property.

Display the current status of profileForm using interpolation.

src/app/profile-editor/profile-editor.component.html (display status)

content\_copy<p>

[Form](https://angular.io/api/forms/Form) Status: {{ profileForm.status }}

</p>
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The **Submit** button is disabled because profileForm is invalid due to the required firstName form control. After you fill out the firstName input, the form becomes valid and the **Submit** button is enabled.

For more on form validation, visit the [Form Validation](https://angular.io/guide/form-validation) guide.

## Creating dynamic forms

[FormArray](https://angular.io/api/forms/FormArray) is an alternative to [FormGroup](https://angular.io/api/forms/FormGroup) for managing any number of unnamed controls. As with form group instances, you can dynamically insert and remove controls from form array instances, and the form array instance value and validation status is calculated from its child controls. However, you don't need to define a key for each control by name, so this is a great option if you don't know the number of child values in advance.

To define a dynamic form, take the following steps.

1. Import the [FormArray](https://angular.io/api/forms/FormArray) class.
2. Define a [FormArray](https://angular.io/api/forms/FormArray) control.
3. Access the [FormArray](https://angular.io/api/forms/FormArray) control with a getter method.
4. Display the form array in a template.

The following example shows you how to manage an array of aliases in ProfileEditor.

**Import the FormArray class**

Import the [FormArray](https://angular.io/api/forms/FormArray) class from @angular/forms to use for type information. The [FormBuilder](https://angular.io/api/forms/FormBuilder) service is ready to create a [FormArray](https://angular.io/api/forms/FormArray) instance.

src/app/profile-editor/profile-editor.component.ts (import)

content\_copyimport { [FormArray](https://angular.io/api/forms/FormArray) } from '@angular/forms';

**Define a FormArray control**

You can initialize a form array with any number of controls, from zero to many, by defining them in an array. Add an aliases property to the form group instance for profileForm to define the form array.

Use the [FormBuilder.array()](https://angular.io/api/forms/FormBuilder#array) method to define the array, and the [FormBuilder.control()](https://angular.io/api/forms/FormBuilder#control) method to populate the array with an initial control.

src/app/profile-editor/profile-editor.component.ts (aliases form array)

content\_copyprofileForm = this.fb.group({

firstName: ['', Validators.required],

lastName: [''],

address: this.fb.group({

street: [''],

city: [''],

[state](https://angular.io/api/animations/state): [''],

zip: ['']

}),

aliases: this.fb.array([

this.fb.control('')

])

});

The aliases control in the form group instance is now populated with a single control until more controls are added dynamically.

**Access the FormArray control**

A getter provides easy access to the aliases in the form array instance compared to repeating the profileForm.get() method to get each instance. The form array instance represents an undefined number of controls in an array. It's convenient to access a control through a getter, and this approach is easy to repeat for additional controls.

Use the getter syntax to create an aliases class property to retrieve the alias's form array control from the parent form group.

src/app/profile-editor/profile-editor.component.ts (aliases getter)

content\_copyget aliases() {

return this.profileForm.get('aliases') as [FormArray](https://angular.io/api/forms/FormArray);

}

**Note:** Because the returned control is of the type [AbstractControl](https://angular.io/api/forms/AbstractControl), you need to provide an explicit type to access the method syntax for the form array instance.

Define a method to dynamically insert an alias control into the alias's form array. The [FormArray.push()](https://angular.io/api/forms/FormArray#push) method inserts the control as a new item in the array.

src/app/profile-editor/profile-editor.component.ts (add alias)

content\_copyaddAlias() {

this.aliases.push(this.fb.control(''));

}

In the template, each control is displayed as a separate input field.

**Display the form array in the template**

To attach the aliases from your form model, you must add it to the template. Similar to the [formGroupName](https://angular.io/api/forms/FormGroupName) input provided by FormGroupNameDirective, [formArrayName](https://angular.io/api/forms/FormArrayName) binds communication from the form array instance to the template with FormArrayNameDirective.

Add the template HTML below after the <div> closing the [formGroupName](https://angular.io/api/forms/FormGroupName) element.

src/app/profile-editor/profile-editor.component.html (aliases form array template)

content\_copy<div [formArrayName](https://angular.io/api/forms/FormArrayName)="aliases">

<h3>Aliases</h3> <button (click)="addAlias()">Add Alias</button>

<div \*[ngFor](https://angular.io/api/common/NgForOf)="let alias of aliases.controls; let i=index">

<!-- The repeated alias template -->

<label>

Alias:

<input type="text" [[formControlName](https://angular.io/api/forms/FormControlName)]="i">

</label>

</div>

</div>

The \*[ngFor](https://angular.io/api/common/NgForOf) directive iterates over each form control instance provided by the aliases form array instance. Because form array elements are unnamed, you assign the index to the i variable and pass it to each control to bind it to the [formControlName](https://angular.io/api/forms/FormControlName) input.
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Each time a new alias instance is added, the new form array instance is provided its control based on the index. This allows you to track each individual control when calculating the status and value of the root control.

**Add an alias**

Initially, the form contains one Alias field. To add another field, click the **Add Alias** button. You can also validate the array of aliases reported by the form model displayed by [Form](https://angular.io/api/forms/Form) Value at the bottom of the template.

**Note:** Instead of a form control instance for each alias, you can compose another form group instance with additional fields. The process of defining a control for each item is the same.

## Reactive forms API summary

The following table lists the base classes and services used to create and manage reactive form controls. For complete syntax details, see the API reference documentation for the [Forms package](https://angular.io/api/forms).

#### Classes

|  |  |
| --- | --- |
| **Class** | **Description** |
| [AbstractControl](https://angular.io/api/forms/AbstractControl) | The abstract base class for the concrete form control classes [FormControl](https://angular.io/api/forms/FormControl), [FormGroup](https://angular.io/api/forms/FormGroup), and [FormArray](https://angular.io/api/forms/FormArray). It provides their common behaviors and properties. |
| [FormControl](https://angular.io/api/forms/FormControl) | Manages the value and validity status of an individual form control. It corresponds to an HTML form control such as <input> or <select>. |
| [FormGroup](https://angular.io/api/forms/FormGroup) | Manages the value and validity state of a group of [AbstractControl](https://angular.io/api/forms/AbstractControl) instances. The group's properties include its child controls. The top-level form in your component is [FormGroup](https://angular.io/api/forms/FormGroup). |
| [FormArray](https://angular.io/api/forms/FormArray) | Manages the value and validity state of a numerically indexed array of [AbstractControl](https://angular.io/api/forms/AbstractControl) instances. |
| [FormBuilder](https://angular.io/api/forms/FormBuilder) | An injectable service that provides factory methods for creating control instances. |

#### Directives

|  |  |
| --- | --- |
| **Directive** | **Description** |
| [FormControlDirective](https://angular.io/api/forms/FormControlDirective) | Syncs a standalone [FormControl](https://angular.io/api/forms/FormControl) instance to a form control element. |
| [FormControlName](https://angular.io/api/forms/FormControlName) | Syncs [FormControl](https://angular.io/api/forms/FormControl) in an existing [FormGroup](https://angular.io/api/forms/FormGroup) instance to a form control element by name. |
| [FormGroupDirective](https://angular.io/api/forms/FormGroupDirective) | Syncs an existing [FormGroup](https://angular.io/api/forms/FormGroup) instance to a DOM element. |
| [FormGroupName](https://angular.io/api/forms/FormGroupName) | Syncs a nested [FormGroup](https://angular.io/api/forms/FormGroup) instance to a DOM element. |
| [FormArrayName](https://angular.io/api/forms/FormArrayName) | Syncs a nested [FormArray](https://angular.io/api/forms/FormArray) instance to a DOM element. |